Кафедра вычислительной техники

![](data:image/png;base64,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)

**ЛАБОРАТОРНАЯ РАБОТА №6**

**по дисциплине:** *технология программирования*

**на тему:** *Потоки ввода-вывода.*

*Сериализация объектов в файл.*

|  |  |
| --- | --- |
| Выполнил: | Проверил: |
| Студент гр. *АВТ-808*, *АВТФ* | *ассистент каф. ВТ* |
| *Горбанев В.В.* | *Михайленко Дмитрий Анатольевич* |
| «\_\_\_» \_\_\_\_\_\_ 20\_\_г. | «\_\_\_» \_\_\_\_\_\_ 20\_\_г. |
| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ | \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |
| (подпись) | (подпись) |

# **ЦЕЛЬ И ЗАДАНИЕ**

1. Изучить особенности реализации сетевых приложений в Java.
2. Доработать программу, созданную в лабораторной работе № 5:

**Вариант 11**

Реализовать в консоли команды «Остановить генерацию ХХХ объектов» и «Продолжить генерацию ХХХ объектов». Чекбокс в интерфейсе должен вести себя так же, как если бы использовали его, а не исполняли команды (галочка появляется/исчезает).

# **Задание**

1. создать отдельное консольное приложение, которое будет играть роль TCP-сервера. Клиентом будет приложение, которое было создано в предыдущих работах;
2. TCP-сервер должен ожидать подключения клиентов и выдавать вновь подключенному клиенту список уже подключенных. Необходимо также внести изменения в интерфейс клиента, так чтобы в панели управления отображался список всех подключенных к серверу клиентов. При отсоединении клиентов или при подключении новых список должен обновляться;
3. запрограммировать специальное взаимодействие по TCP с другими клиентами через сервер по варианту;

# **Ход работы**

В ходе работы были создан сервер, а также класс клиен для взаимодействия с ним:

public class MyServer {  
  
 public static void main(String[] args) throws IOException {  
 try(ServerSocket serverSocket = new ServerSocket(8080)){  
 JFrame serverFrame = new JFrame("server");  
 serverFrame.setDefaultCloseOperation(JFrame.*EXIT\_ON\_CLOSE*);  
 serverFrame.setSize(300,200);  
 serverFrame.setLocationRelativeTo(null);  
 serverFrame.setResizable(false);  
 serverFrame.setVisible(true);  
  
 while (true){  
 Socket socket = serverSocket.accept();  
 new Thread(new Server(socket)).start();  
 }  
 }  
 }  
  
}

В конструкторе клиента идет добавления пользователей на сервер:

public Client() {  
 *user* = JOptionPane.*showInputDialog*("Log in:");  
 try {  
 *socket* = new Socket("localhost", 8080);  
 ObjectOutputStream objectOutputStream = new ObjectOutputStream(*socket*.getOutputStream());  
 objectOutputStream.writeUTF(*user*);  
 objectOutputStream.writeUTF(*SET\_USER*);  
 objectOutputStream.writeObject(null);  
 objectOutputStream.flush();  
 } catch (IOException e) {  
 e.printStackTrace();  
 }  
  
}

Также в клиенте определены методы:

public static int CountUsers()

public static void Update()

public static void Download()

public static void Swap()

public static String YouNow()

public static String NameUsers(int i)

public static void Disconnect()

CountUsers() - делает запрос на сервер и получает сколько пользователей онлайн.

Update() - загружает список существ каждого пользователя.

Download() - загружает выбранного пользователя.

Swap() – Отправляет всех котов к выбранному пользователю, и забирает всех собак у негою.

YouNow() – показывает кто сейчас вы.

NameUsers(int i) – показывает имя пользователя под этим индексом.

Disconnect() – отключает пользователя с сервера по клавише “E”

Сервер содержит следующие поля:

private Socket socket;  
 private static int *countUsers* = 0;  
 private static ArrayList<String> *users* = new ArrayList<>();  
 private static HashMap<String,ArrayList<Pet>> *pets* = new HashMap<>();

users – именя всех пользователей.

pets – колекция питомцев данного пользователя.
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*Рис. 1. Результат выполнения метода кнопки «start».*

# Вывод:

В ходе лабораторной работы были изучить особенности реализации системы ввода-вывода в Java.

# Листинг:

GUI

package com.company;  
  
  
import com.company.BaseAI.AI.CatAI;  
import com.company.BaseAI.AI.DogAI;  
import com.company.Habitat.Habitat;  
import com.company.Habitat.Pet.Creatures.Cat;  
import com.company.Habitat.Pet.Creatures.Dog;  
import com.company.Single.Singleton;  
  
import javax.swing.\*;  
import java.awt.\*;  
import java.awt.event.\*;  
import java.util.Timer;  
import java.util.TimerTask;  
  
import static java.awt.event.KeyEvent.\*;  
  
public class GUI extends JPanel {  
 public MyTimerTask timerTask = new MyTimerTask();  
  
 private int myTimer = 0;  
 Habitat window;  
 boolean endApp = false;  
 boolean timeVisible = true;  
 boolean lineVisible = true;  
 boolean useKeys = true;  
 boolean useDialog = true;  
  
 boolean dialogOn = false;  
 boolean isPressedOn = false;  
 boolean isPressedOnB = false;  
  
 boolean beginning = true;  
  
 JFrame jFrame;  
 CatAI catAI = new CatAI();  
 DogAI dogAI = new DogAI();  
  
 public JButton buttonCatAI = new JButton("Cat AI");  
 ActionListener actionListenerForCatAI = new catAIActionListener();  
 public JButton buttonDogAI = new JButton("Dog Ai");  
 ActionListener actionListenerForDogAI = new dogAIActionListener();  
 public JButton run = new JButton("Run");  
 public JButton pause = new JButton("Pause");  
 public JButton history = new JButton("History");  
 ActionListener actionListenerForHistory = new historyActionListener();  
 public JRadioButton showTime = new JRadioButton("Show time",true);  
 public JRadioButton hideTime = new JRadioButton("Hide time",false);  
 public JLabel selectTime = new JLabel("Time Settings:");  
 public JLabel selectCatsTimeSpawn = new JLabel("Spawn cat:");  
 public JLabel selectDogsTimeSpawn = new JLabel("Spawn dog:");  
 public JLabel selectCatsSpawn = new JLabel("Chance cat:");  
 public JLabel selectDogsSpawn = new JLabel("Chance dog:");  
 public JLabel selectCatsAI = new JLabel("Cats AI:");  
 public JLabel selectDogsAI = new JLabel("Dogs AI:");  
 ButtonGroup group = new ButtonGroup();  
  
 public JCheckBox screenResolution = new JCheckBox("Show info when press \"Stop\" ");  
 public JTextField spawnCats = new JTextField();  
 ActionListener actionListenerForCats = new spawnCatsActionListener();  
 public JTextField spawnDogs = new JTextField();  
 ActionListener actionListenerForDogs = new spawnDogsActionListener();  
  
 public JLabel selectLifeOfCats = new JLabel("Life cat:");  
 public JLabel selectLifeOfDogs = new JLabel("Life dog:");  
 public JTextField lifeCats = new JTextField();  
 ActionListener actionListenerLifeCats = new lifeCatsActionListener();  
 public JTextField lifeDogs = new JTextField();  
 ActionListener actionListenerLifeDogs = new lifeDogsActionListener();  
  
  
 public JComboBox catsComboBox = new JComboBox();  
 ActionListener catsComboBoxActionListener = new catsComboBoxActionListener();  
  
 public JComboBox dogsComboBox = new JComboBox();  
 ActionListener dogsComboBoxActionListener = new dogsComboBoxActionListener();  
  
 public JComboBox priorityCatAI = new JComboBox();  
 ActionListener priorityAIActionListenerForCats = new priorityCatAIActionListener();  
  
 public JComboBox priorityDogAI = new JComboBox();  
 ActionListener priorityAIActionListenerForDogs = new priorityDogAIActionListener();  
  
 public GUI(Habitat window, JFrame jFrame){  
 this.window = window;  
 this.jFrame = jFrame;  
  
  
 lifeCats.addActionListener(actionListenerLifeCats);  
 lifeDogs.addActionListener(actionListenerLifeDogs);  
 lifeCats.setText(String.*valueOf*(window.getCatsTimeOfLife()));  
 lifeDogs.setText(String.*valueOf*(window.getDogsTimeOfLife()));  
 spawnCats.setToolTipText("Select time spawn for cat");  
 spawnDogs.setToolTipText("Select time spawn for dog");  
 catsComboBox.setToolTipText("Select chance spawn for cat");  
 dogsComboBox.setToolTipText("Select chance spawn for dog");  
 priorityCatAI.setToolTipText("Select cats priority AI");  
 priorityDogAI.setToolTipText("Select cats priority AI");  
  
 catsComboBox.addItem("0%");  
 catsComboBox.addItem("10%");  
 catsComboBox.addItem("20%");  
 catsComboBox.addItem("30%");  
 catsComboBox.addItem("40%");  
 catsComboBox.addItem("50%");  
 catsComboBox.addItem("60%");  
 catsComboBox.addItem("70%");  
 catsComboBox.addItem("80%");  
 catsComboBox.addItem("90%");  
 catsComboBox.addItem("100%");  
 catsComboBox.setSelectedIndex(7);  
 catsComboBox.setBackground(Color.*white*);  
 catsComboBox.setPreferredSize(new Dimension(130,30));  
  
 dogsComboBox.addItem("0%");  
 dogsComboBox.addItem("10%");  
 dogsComboBox.addItem("20%");  
 dogsComboBox.addItem("30%");  
 dogsComboBox.addItem("40%");  
 dogsComboBox.addItem("50%");  
 dogsComboBox.addItem("60%");  
 dogsComboBox.addItem("70%");  
 dogsComboBox.addItem("80%");  
 dogsComboBox.addItem("90%");  
 dogsComboBox.addItem("100%");  
 dogsComboBox.setSelectedIndex(4);  
 dogsComboBox.setBackground(Color.*white*);  
 dogsComboBox.setPreferredSize(new Dimension(130,30));  
  
 priorityCatAI.addItem("1");  
 priorityCatAI.addItem("2");  
 priorityCatAI.addItem("3");  
 priorityCatAI.addItem("4");  
 priorityCatAI.addItem("5");  
 priorityCatAI.addItem("6");  
 priorityCatAI.addItem("7");  
 priorityCatAI.addItem("8");  
 priorityCatAI.addItem("9");  
 priorityCatAI.addItem("10");  
 priorityCatAI.setSelectedIndex(4);  
 priorityCatAI.setBackground(Color.*white*);  
 priorityCatAI.setPreferredSize(new Dimension(130,30));  
  
 priorityDogAI.addItem("1");  
 priorityDogAI.addItem("2");  
 priorityDogAI.addItem("3");  
 priorityDogAI.addItem("4");  
 priorityDogAI.addItem("5");  
 priorityDogAI.addItem("6");  
 priorityDogAI.addItem("7");  
 priorityDogAI.addItem("8");  
 priorityDogAI.addItem("9");  
 priorityDogAI.addItem("10");  
 priorityDogAI.setSelectedIndex(4);  
 priorityDogAI.setBackground(Color.*white*);  
 priorityDogAI.setPreferredSize(new Dimension(130,30));  
  
 spawnCats.setText(String.*valueOf*(window.getN1()));  
 spawnCats.addActionListener(actionListenerForCats);  
 spawnDogs.setText(String.*valueOf*(window.getN2()));  
 spawnDogs.addActionListener(actionListenerForDogs);  
 catsComboBox.addActionListener(catsComboBoxActionListener);  
 dogsComboBox.addActionListener(dogsComboBoxActionListener);  
 history.addActionListener(actionListenerForHistory);  
 buttonCatAI.addActionListener(actionListenerForCatAI);  
 buttonDogAI.addActionListener(actionListenerForDogAI);  
 priorityCatAI.addActionListener(priorityAIActionListenerForCats);  
 priorityDogAI.addActionListener(priorityAIActionListenerForDogs);  
  
 add(buttonCatAI);  
 add(buttonDogAI);  
 add(catsComboBox);  
 add(dogsComboBox);  
 add(priorityCatAI);  
 add(priorityDogAI);  
 group.add(showTime);  
 group.add(hideTime);  
 showTime.setBackground(Color.*white*);  
 hideTime.setBackground(Color.*white*);  
 add(screenResolution);  
 add(showTime);  
 add(hideTime);  
 add(selectTime);  
 add(spawnCats);  
 add(spawnDogs);  
 add(selectCatsTimeSpawn);  
 add(selectCatsSpawn);  
 add(selectDogsTimeSpawn);  
 add(selectDogsSpawn);  
 add(selectCatsAI);  
 add(selectDogsAI);  
 add(history);  
 add(lifeCats);  
 add(lifeDogs);  
 add(selectLifeOfCats);  
 add(selectLifeOfDogs);  
  
  
 add(run);  
 add(pause);  
 run.setEnabled(false);  
 pause.setEnabled(false);  
 run.setBackground(Color.*RED*);  
 pause.setBackground(Color.*RED*);  
 screenResolution.setBackground(Color.*white*);  
  
 }  
  
  
 public void paintComponent(Graphics g){  
 super.paintComponent(g);  
  
 if(beginning){  
 selectLifeOfCats.setVisible(false);  
 selectLifeOfDogs.setVisible(false);  
 buttonCatAI.setVisible(false);  
 buttonDogAI.setVisible(false);  
 lifeCats.setVisible(false);  
 lifeDogs.setVisible(false);  
 history.setVisible(false);  
 selectCatsTimeSpawn.setVisible(false);  
 selectDogsTimeSpawn.setVisible(false);  
 selectCatsSpawn.setVisible(false);  
 selectDogsSpawn.setVisible(false);  
 selectCatsAI.setVisible(false);  
 selectDogsAI.setVisible(false);  
 catsComboBox.setVisible(false);  
 dogsComboBox.setVisible(false);  
 priorityCatAI.setVisible(false);  
 priorityDogAI.setVisible(false);  
 spawnCats.setVisible(false);  
 spawnDogs.setVisible(false);  
 selectTime.setVisible(false);  
 showTime.setVisible(false);  
 hideTime.setVisible(false);  
 run.setVisible(false);  
 pause.setVisible(false);  
 screenResolution.setVisible(false);  
 lineVisible = false;  
 timeVisible = false;  
 g.setColor(Color.*BLACK*);  
 Font myFont = new Font("Times Roman", Font.*BOLD*, 100);  
 g.setFont(myFont);  
 g.drawString("Press \"B\" to start", 150,window.getSizeY()/2);  
 }  
  
 history.setBounds(200,30,100,30);  
 selectCatsTimeSpawn.setBounds(670,0,200,30);  
 selectDogsTimeSpawn.setBounds(670,30,200,30);  
 selectCatsSpawn.setBounds(990,0,130,30);  
 selectDogsSpawn.setBounds(990,30,140,30);  
 selectCatsAI.setBounds(1015,60,50,30);  
 selectDogsAI.setBounds(1015,90,50,30);  
 lifeCats.setBounds(880,0,100,30);  
 lifeDogs.setBounds(880,30,100,30);  
 selectLifeOfCats.setBounds(830,0,100,30);  
 selectLifeOfDogs.setBounds(830,30,100,30);  
 catsComboBox.setBounds(1060,0,150,30);  
 dogsComboBox.setBounds(1060,30,150,30);  
 priorityCatAI.setBounds(1060,60,150,30);  
 priorityDogAI.setBounds(1060,90,150,30);  
  
 spawnCats.setBounds(740,0,60,30);  
 spawnDogs.setBounds(740,30,60,30);  
  
 selectTime.setBounds(100,0,90,20);  
 showTime.setBounds(100,20,90,20);  
 hideTime.setBounds(100,40,90,20);  
 run.setBounds(0,0,80,30);  
 pause.setBounds(0,30,80,30);  
 screenResolution.setLocation(200,0);  
 buttonCatAI.setBounds(300,30,70,15);  
 buttonDogAI.setBounds(300,45,70,15);  
  
 if(lineVisible) {  
 g.setColor(Color.*white*);  
 g.fillRect(0, 0, 10000, 120);  
 }  
 if(timeVisible) {  
 g.setColor(Color.*BLACK*);  
 Font myFont = new Font("Times Roman", Font.*BOLD*, 40);  
 g.setFont(myFont);  
 g.drawString("Timer: " + myTimer + " sec.", 400, 45);  
 }  
 if(endApp){  
 JFrame endFrame = new JFrame("Результаты");  
 endFrame.setAlwaysOnTop(true);  
 endFrame.setDefaultCloseOperation(JFrame.*EXIT\_ON\_CLOSE*);  
 endFrame.setSize(400,400);  
 endFrame.setLocationRelativeTo(null);  
 endFrame.setResizable(false);  
  
 JPanel endPanel = new JPanel(){  
 public void paint(Graphics g){  
 super.paint(g);  
  
 g.setColor(Color.*BLACK*);  
 Font myFont=new Font("Arial",Font.*BOLD*,20);  
 g.setFont(myFont);  
 g.drawString("Время работы: "+myTimer ,100,100);  
 g.setColor(Color.*GREEN*);  
 myFont=new Font("Times new Roman",Font.*ITALIC*,20);  
 g.setFont(myFont);  
 g.drawString("Количество кошек: "+window.cats ,100,140);  
 g.setColor(Color.*ORANGE*);  
 myFont=new Font("Calibri",Font.*PLAIN*,20);  
 g.setFont(myFont);  
 g.drawString("Количество собак: "+window.dogs ,100,180);  
 g.setColor(Color.*RED*);  
 myFont=new Font("Georgia",Font.*BOLD* + Font.*ITALIC*,20);  
 g.setFont(myFont);  
 int quantityPet = window.dogs + window.cats;  
 g.drawString("Всего питомцев: "+quantityPet ,100,220);  
 }  
 };  
 endFrame.add(endPanel);  
  
  
  
 endFrame.setVisible(true);  
 endApp = false;  
 }  
  
 for (int i = 0; i < window.quantityPet; i++) {  
 if (Dog.class.isAssignableFrom(Singleton.*getInstance*().Get(i).getClass())) {  
 Image imageDog = new ImageIcon("img/dog.png").getImage();  
 g.drawImage(imageDog, Singleton.*getInstance*().Get(i).getX(), Singleton.*getInstance*().Get(i).getY(), 50, 50, null);  
 } else {  
 Image imageCat = new ImageIcon("img/cat.png").getImage();  
 g.drawImage(imageCat, Singleton.*getInstance*().Get(i).getX(), Singleton.*getInstance*().Get(i).getY(), 50, 50, null);  
 }  
  
 }  
  
  
  
 addKeyListener(new KeyAdapter() {  
 @Override  
 public void keyTyped(KeyEvent e) { }  
  
  
 @Override  
 public void keyPressed(KeyEvent e) {  
 switch (e.getKeyCode()){  
 case *VK\_B*:  
 if(!useKeys)break;  
 if(!isPressedOnB) {  
 buttonCatAI.setVisible(true);  
 buttonDogAI.setVisible(true);  
 selectLifeOfCats.setVisible(true);  
 selectLifeOfDogs.setVisible(true);  
 lifeCats.setVisible(true);  
 lifeDogs.setVisible(true);  
 history.setVisible(true);  
 spawnCats.setVisible(true);  
 spawnCats.setEnabled(false);  
 spawnDogs.setVisible(true);  
 spawnDogs.setEnabled(false);  
 run.setBackground(Color.*RED*);  
 pause.setBackground(Color.*GREEN*);  
 timerTask.StartWork();  
 lifeCats.setEnabled(false);  
 lifeDogs.setEnabled(false);  
 run.setEnabled(false);  
 pause.setEnabled(true);  
 isPressedOnB = true;  
 selectCatsTimeSpawn.setVisible(true);  
 selectDogsTimeSpawn.setVisible(true);  
 selectCatsSpawn.setVisible(true);  
 selectDogsSpawn.setVisible(true);  
 selectCatsAI.setVisible(true);  
 selectDogsAI.setVisible(true);  
 catsComboBox.setVisible(true);  
 catsComboBox.setEnabled(false);  
 dogsComboBox.setVisible(true);  
 dogsComboBox.setEnabled(false);  
 priorityCatAI.setVisible(true);  
 priorityCatAI.setEnabled(false);  
 priorityDogAI.setVisible(true);  
 priorityDogAI.setEnabled(false);  
 selectTime.setVisible(true);  
 showTime.setVisible(true);  
 hideTime.setVisible(true);  
 run.setVisible(true);  
 pause.setVisible(true);  
 screenResolution.setVisible(true);  
 lineVisible = true;  
 timeVisible = true;  
 beginning = false;  
  
 repaint();  
 }  
 break;  
 case *VK\_T*:  
 if(!useKeys)break;  
 if(!isPressedOn) {  
 timeVisible = !timeVisible;  
 isPressedOn = true;  
  
 if(timeVisible){  
 showTime.setSelected(true);  
 hideTime.setSelected(false);  
 }else{  
 showTime.setSelected(false);  
 hideTime.setSelected(true);  
 }  
 repaint();  
 }  
 break;  
 case *VK\_E*:  
 timerTask.StopWork();  
 if(!useKeys)break;  
 useKeys = false;  
  
  
 timeVisible = false;  
 endApp = true;  
 lineVisible = false;  
 selectLifeOfCats.setVisible(false);  
 selectLifeOfDogs.setVisible(false);  
 lifeCats.setVisible(false);  
 lifeDogs.setVisible(false);  
 history.setVisible(false);  
 selectTime.setVisible(false);  
 showTime.setVisible(false);  
 hideTime.setVisible(false);  
 run.setVisible(false);  
 pause.setVisible(false);  
 screenResolution.setVisible(false);  
 selectCatsTimeSpawn.setVisible(false);  
 selectDogsTimeSpawn.setVisible(false);  
 selectCatsSpawn.setVisible(false);  
 selectDogsSpawn.setVisible(false);  
 selectCatsAI.setVisible(false);  
 selectDogsAI.setVisible(false);  
 spawnCats.setVisible(false);  
 spawnDogs.setVisible(false);  
 catsComboBox.setVisible(false);  
 dogsComboBox.setVisible(false);  
 priorityCatAI.setVisible(false);  
 priorityDogAI.setVisible(false);  
 buttonCatAI.setVisible(false);  
 buttonDogAI.setVisible(false);  
 window.allClear();  
  
 repaint();  
 break;  
 }  
  
 }  
  
 @Override  
 public void keyReleased(KeyEvent e) {  
 if (e.getKeyCode() == *VK\_T*) {  
 if (!useKeys) return;  
 isPressedOn = false;  
  
 }  
  
  
  
 }  
 });requestFocusInWindow();  
  
 if(dialogOn){  
 infDialog info = new infDialog(jFrame,window,myTimer);  
 dialogOn = false;  
 timerTask.StartWork();  
 run.setEnabled(false);  
 pause.setEnabled(true);  
 run.setBackground(Color.*RED*);  
 pause.setBackground(Color.*GREEN*);  
 repaint();  
 }  
  
 showTime.addItemListener(e -> {  
 timeVisible = true;  
 repaint();  
 });  
 hideTime.addItemListener(e -> {  
 timeVisible = false;  
 repaint();  
 });  
  
  
  
 screenResolution.addActionListener(e -> {  
 if(!isPressedOn) {  
 useDialog = !useDialog;  
 repaint();  
 isPressedOn = true;  
 }  
 });  
 isPressedOn = false;  
  
  
 run.addActionListener(e -> {  
 if(!isPressedOn) {  
 if (catAI.isFlag()) {  
 catAI.startAI();  
 }  
 if (dogAI.isFlag()) {  
 dogAI.startAI();  
 }  
 timerTask.StartWork();  
 run.setEnabled(false);  
 pause.setEnabled(true);  
 run.setBackground(Color.*RED*);  
 pause.setBackground(Color.*GREEN*);  
 spawnCats.setEnabled(false);  
 spawnDogs.setEnabled(false);  
 isPressedOn = true;  
 catsComboBox.setEnabled(false);  
 dogsComboBox.setEnabled(false);  
 priorityCatAI.setEnabled(false);  
 priorityDogAI.setEnabled(false);  
 lifeCats.setEnabled(false);  
 lifeDogs.setEnabled(false);  
 repaint();  
 }  
 });isPressedOn = false;  
 pause.addActionListener(e -> {  
 if (!catAI.isFlag()) {  
 catAI.stopAI();  
 }  
 if (!dogAI.isFlag()) {  
 dogAI.stopAI();  
 }  
 timerTask.WaitWork();  
 run.setEnabled(true);  
 pause.setEnabled(false);  
 run.setBackground(Color.*GREEN*);  
 pause.setBackground(Color.*RED*);  
 catsComboBox.setEnabled(true);  
 dogsComboBox.setEnabled(true);  
 priorityCatAI.setEnabled(true);  
 priorityDogAI.setEnabled(true);  
 spawnCats.setEnabled(true);  
 spawnDogs.setEnabled(true);  
 lifeCats.setEnabled(true);  
 lifeDogs.setEnabled(true);  
 if (!useDialog)  
 dialogOn = true;  
 isPressedOnB = false;  
 repaint();  
 requestFocusInWindow();  
  
 });  
  
  
  
  
 }  
 private class catsComboBoxActionListener implements ActionListener {  
 int num;  
 @Override  
 public void actionPerformed(ActionEvent e) {  
 num = catsComboBox.getSelectedIndex();  
 switch (num) {  
 case 0:  
 window.setP1(0);  
 break;  
 case 1:  
 window.setP1(10);  
 break;  
 case 2:  
 window.setP1(20);  
 break;  
 case 3:  
 window.setP1(30);  
 break;  
 case 4:  
 window.setP1(40);  
 break;  
 case 5:  
 window.setP1(50);  
 break;  
 case 6:  
 window.setP1(60);  
 break;  
 case 7:  
 window.setP1(70);  
 break;  
 case 8:  
 window.setP1(80);  
 break;  
 case 9:  
 window.setP1(90);  
 break;  
 case 10:  
 window.setP1(100);  
 break;  
  
 }  
 requestFocusInWindow();  
 }  
 }  
 private class dogsComboBoxActionListener implements ActionListener {  
 int num;  
 @Override  
 public void actionPerformed(ActionEvent e) {  
 num = dogsComboBox.getSelectedIndex();  
 switch (num) {  
 case 0:  
 window.setP2(0);  
 break;  
 case 1:  
 window.setP2(10);  
 break;  
 case 2:  
 window.setP2(20);  
 break;  
 case 3:  
 window.setP2(30);  
 break;  
 case 4:  
 window.setP2(40);  
 break;  
 case 5:  
 window.setP2(50);  
 break;  
 case 6:  
 window.setP2(60);  
 break;  
 case 7:  
 window.setP2(70);  
 break;  
 case 8:  
 window.setP2(80);  
 break;  
 case 9:  
 window.setP2(90);  
 break;  
 case 10:  
 window.setP2(100);  
 break;  
  
 }  
 requestFocusInWindow();  
 }  
 }  
 private class spawnCatsActionListener implements ActionListener {  
 String number;  
 @Override  
 public void actionPerformed(ActionEvent e) {  
 number = spawnCats.getText();  
 try{  
 window.setN1(Integer.*parseInt*(number));  
 }catch (Throwable number){  
 JOptionPane.*showMessageDialog*(null, "Ввод некорректного значения!!!","Error",JOptionPane.*ERROR\_MESSAGE*);  
 }  
 }  
 }  
 private class lifeCatsActionListener implements ActionListener {  
 String number;  
 @Override  
 public void actionPerformed(ActionEvent e) {  
 number = lifeCats.getText();  
 try{  
 window.setCatsTimeOfLife(Integer.*parseInt*(number));  
 }catch (Throwable number){  
 JOptionPane.*showMessageDialog*(null, "Ввод некорректного значения!!!","Error",JOptionPane.*ERROR\_MESSAGE*);  
 }  
 }  
 }  
 private class lifeDogsActionListener implements ActionListener {  
 String number;  
 @Override  
 public void actionPerformed(ActionEvent e) {  
 number = lifeDogs.getText();  
 try{  
 window.setDogsTimeOfLife(Integer.*parseInt*(number));  
 }catch (Throwable number){  
 JOptionPane.*showMessageDialog*(null, "Ввод некорректного значения!!!","Error",JOptionPane.*ERROR\_MESSAGE*);  
 }  
 }  
 }  
 private class spawnDogsActionListener implements ActionListener {  
 String number;  
 @Override  
 public void actionPerformed(ActionEvent e) {  
 number = spawnDogs.getText();  
 try{  
 window.setN2(Integer.*parseInt*(number));  
 }catch (Throwable number){  
 JOptionPane.*showMessageDialog*(null, "Ввод некорректного значения!!!","Error",JOptionPane.*ERROR\_MESSAGE*);  
 }  
 }  
 }  
  
 private class historyActionListener implements ActionListener {  
 @Override  
 public void actionPerformed(ActionEvent e) {  
 JTextArea display = new JTextArea(21,33);  
 display.setEditable(false);  
  
  
 for (int i = 0; i<window.quantityPet;i++){  
  
 if(Singleton.*getInstance*().Get(i) instanceof Cat){  
 display.append("Номер: "+i+"\n");  
 display.append("Петомец: Кошка \n");  
  
 }else {  
 display.append("Номер: "+i+"\n");  
 display.append("Петомец: Собака\n");  
 }  
 display.append("Время рождения: "+Singleton.*getInstance*().Get(i).getTimeOfBirth()+"\n");  
 display.append("Id питомца: "+Singleton.*getInstance*().Get(i).getID()+"\n");  
 }  
 JFrame infFrame = new JFrame("Питомцы");  
 infFrame.setSize(400,400);  
 infFrame.setLocationRelativeTo(null);  
 infFrame.setResizable(false);  
 JPanel middlePanel=new JPanel();  
 JScrollPane scroll = new JScrollPane(display);  
 scroll.setVerticalScrollBarPolicy(ScrollPaneConstants.*VERTICAL\_SCROLLBAR\_ALWAYS*);  
 middlePanel.add(scroll);  
 infFrame.add(middlePanel);  
 infFrame.setVisible(true);  
 }  
 }  
 private class catAIActionListener implements ActionListener {  
 @Override  
 public void actionPerformed(ActionEvent e) {  
 if (catAI.isFlag()) {  
 catAI.startAI();  
 } else {  
 catAI.stopAI();  
 }  
  
 }  
 }  
 private class dogAIActionListener implements ActionListener {  
 @Override  
 public void actionPerformed(ActionEvent e) {  
 if (dogAI.isFlag()) {  
 dogAI.startAI();  
 } else {  
 dogAI.stopAI();  
 }  
 }  
 }  
 public class MyTimerTask {  
 public Timer timer = new Timer(true);  
  
 public void StartWork() {  
 TimerTask timerTask = new TimerTask() {  
 @Override  
 public void run() {  
  
 if(myTimer != 0)  
 window.update(myTimer);  
  
  
 myTimer++;  
  
 repaint();  
 }  
 };  
  
 timer.scheduleAtFixedRate(timerTask, 0, 1000);  
 }  
  
 public void StopWork() {  
 timer.cancel();  
 }  
 public void WaitWork() {  
 timer.cancel();  
 timer = new Timer();  
 }  
 }  
 private class priorityCatAIActionListener implements ActionListener {  
 int num;  
 @Override  
 public void actionPerformed(ActionEvent e) {  
 num = priorityCatAI.getSelectedIndex();  
 switch (num) {  
 case 0:  
 catAI.setPriority(1);  
 break;  
 case 1:  
 catAI.setPriority(2);  
 break;  
 case 2:  
 catAI.setPriority(3);  
 break;  
 case 3:  
 catAI.setPriority(4);  
 break;  
 case 4:  
 catAI.setPriority(5);  
 break;  
 case 5:  
 catAI.setPriority(6);  
 break;  
 case 6:  
 catAI.setPriority(7);  
 break;  
 case 7:  
 catAI.setPriority(8);  
 break;  
 case 8:  
 catAI.setPriority(9);  
 break;  
 case 9:  
 catAI.setPriority(10);  
 break;  
 }  
 requestFocusInWindow();  
 }  
  
 }  
 private class priorityDogAIActionListener implements ActionListener {  
 int num;  
 @Override  
 public void actionPerformed(ActionEvent e) {  
 num = priorityDogAI.getSelectedIndex();  
 switch (num) {  
 case 0:  
 dogAI.setPriority(1);  
 break;  
 case 1:  
 dogAI.setPriority(2);  
 break;  
 case 2:  
 dogAI.setPriority(3);  
 break;  
 case 3:  
 dogAI.setPriority(4);  
 break;  
 case 4:  
 catAI.setPriority(5);  
 break;  
 case 5:  
 dogAI.setPriority(6);  
 break;  
 case 6:  
 dogAI.setPriority(7);  
 break;  
 case 7:  
 dogAI.setPriority(8);  
 break;  
 case 8:  
 dogAI.setPriority(9);  
 break;  
 case 9:  
 dogAI.setPriority(10);  
 break;  
 }  
 requestFocusInWindow();  
 }  
  
 }  
}

Main

package com.company;  
  
  
import com.company.Habitat.Habitat;  
import com.company.Single.Singleton;  
  
public class Main{  
  
  
 public static void main(String[] args) {  
 Habitat myHabitat = new Habitat(1200,1000);  
 Singleton.*getInstance*().setHabitat(myHabitat);  
 MyJFrame MyJFrame = new MyJFrame(myHabitat);  
  
  
  
 }  
}

MyFrame

package com.company;  
  
import com.company.Habitat.Habitat;  
  
import javax.swing.\*;  
  
  
public class MyJFrame extends JFrame {  
  
 MyJFrame(Habitat window){  
  
 JFrame jFrame = new JFrame("Cats and Dogs");  
 jFrame.setDefaultCloseOperation(JFrame.*EXIT\_ON\_CLOSE*);  
 jFrame.setResizable(false);  
  
 GUI myGUI = new GUI(window,jFrame);  
 jFrame.add(myGUI);  
 MyMenuBar myMenuBar = new MyMenuBar(myGUI);  
 jFrame.setMenuBar(myMenuBar);  
  
  
  
  
  
  
 jFrame.setVisible(true);  
 jFrame.setSize(window.getSizeX(),window.getSizeY());  
 jFrame.setLocationRelativeTo(null);  
 }  
}

MyMenuBar

package com.company;  
  
import javax.swing.\*;  
import java.awt.\*;  
import java.awt.event.ActionEvent;  
import java.awt.event.ActionListener;  
  
public class MyMenuBar extends MenuBar {  
 MyMenuBar(GUI myGUI){  
 MenuBar newMenu = new MenuBar();  
 Menu menu = new Menu("Menu");  
 add(menu);  
 MenuItem runTimer = new MenuItem("Run");  
 MenuItem stopTimer = new MenuItem("Stop");  
 MenuItem endApp = new MenuItem("Shut down");  
 menu.add(runTimer);  
 menu.add(stopTimer);  
 menu.add(new MenuItem("-"));  
 menu.add(endApp);  
  
  
 Menu settings = new Menu("Settings");  
 add(settings);  
 MenuItem hideOrShowTime = new MenuItem("Timer On/Off");  
 MenuItem showInfoWhenPressStop = new MenuItem("Show info when press stop");  
 Menu selectSpawnChanceCats = new Menu("Spawn chance cats");  
 MenuItem cats0 = new MenuItem("0%");  
 MenuItem cats1 = new MenuItem("10%");  
 MenuItem cats2 = new MenuItem("20%");  
 MenuItem cats3 = new MenuItem("30%");  
 MenuItem cats4 = new MenuItem("40%");  
 MenuItem cats5 = new MenuItem("50%");  
 MenuItem cats6 = new MenuItem("60%");  
 MenuItem cats7 = new MenuItem("70%");  
 MenuItem cats8 = new MenuItem("80%");  
 MenuItem cats9 = new MenuItem("90%");  
 MenuItem cats10 = new MenuItem("100%");  
 selectSpawnChanceCats.add(cats0);  
 selectSpawnChanceCats.add(cats1);  
 selectSpawnChanceCats.add(cats2);  
 selectSpawnChanceCats.add(cats3);  
 selectSpawnChanceCats.add(cats4);  
 selectSpawnChanceCats.add(cats5);  
 selectSpawnChanceCats.add(cats6);  
 selectSpawnChanceCats.add(cats7);  
 selectSpawnChanceCats.add(cats8);  
 selectSpawnChanceCats.add(cats9);  
 selectSpawnChanceCats.add(cats10);  
 Menu selectSpawnChanceDogs = new Menu("Spawn chance dogs");  
 MenuItem dogs0 = new MenuItem("0%");  
 MenuItem dogs1 = new MenuItem("10%");  
 MenuItem dogs2 = new MenuItem("20%");  
 MenuItem dogs3 = new MenuItem("30%");  
 MenuItem dogs4 = new MenuItem("40%");  
 MenuItem dogs5 = new MenuItem("50%");  
 MenuItem dogs6 = new MenuItem("60%");  
 MenuItem dogs7 = new MenuItem("70%");  
 MenuItem dogs8 = new MenuItem("80%");  
 MenuItem dogs9 = new MenuItem("90%");  
 MenuItem dogs10 = new MenuItem("100%");  
 selectSpawnChanceDogs.add(dogs0);  
 selectSpawnChanceDogs.add(dogs1);  
 selectSpawnChanceDogs.add(dogs2);  
 selectSpawnChanceDogs.add(dogs3);  
 selectSpawnChanceDogs.add(dogs4);  
 selectSpawnChanceDogs.add(dogs5);  
 selectSpawnChanceDogs.add(dogs6);  
 selectSpawnChanceDogs.add(dogs7);  
 selectSpawnChanceDogs.add(dogs8);  
 selectSpawnChanceDogs.add(dogs9);  
 selectSpawnChanceDogs.add(dogs10);  
 Menu selectSpawnChancePets = new Menu("Spawn chance");  
 selectSpawnChancePets.add(selectSpawnChanceCats);  
 selectSpawnChancePets.add(selectSpawnChanceDogs);  
  
 MenuItem changeSpawnCats = new MenuItem("Change spawn time cats");  
 MenuItem changeSpawnDogs = new MenuItem("Change spawn time dogs");  
 Menu spawnTime = new Menu("Change spawn time");  
 spawnTime.add(changeSpawnCats);  
 spawnTime.add(changeSpawnDogs);  
 MenuItem lifeTimeCats = new MenuItem("Select life time of cats");  
 MenuItem lifeTimeDogs = new MenuItem("Select life time of dogs");  
 Menu lifeTime = new Menu("Select life time");  
 lifeTime.add(lifeTimeCats);  
 lifeTime.add(lifeTimeDogs);  
  
  
  
 settings.add(hideOrShowTime);  
 settings.add(showInfoWhenPressStop);  
 settings.add(new MenuItem("-"));  
 settings.add(selectSpawnChancePets);  
 settings.add(new MenuItem("-"));  
 settings.add(spawnTime);  
 settings.add(new MenuItem("-"));  
 settings.add(lifeTime);  
  
  
  
 runTimer.addActionListener(e -> myGUI.run.doClick());  
 stopTimer.addActionListener(e -> myGUI.pause.doClick());  
 hideOrShowTime.addActionListener(e -> {  
 myGUI.timeVisible = !myGUI.timeVisible;  
 if(myGUI.timeVisible){  
 myGUI.showTime.setSelected(true);  
 myGUI.hideTime.setSelected(false);  
 }else{  
 myGUI.showTime.setSelected(false);  
 myGUI.hideTime.setSelected(true);  
 }  
  
 });  
 showInfoWhenPressStop.addActionListener(e -> {  
 myGUI.useDialog = !myGUI.useDialog;  
 myGUI.screenResolution.setSelected(!myGUI.useDialog);  
 });  
 endApp.addActionListener(e -> {  
 myGUI.timerTask.StopWork();  
 myGUI.useKeys = false;  
  
 myGUI.timeVisible = false;  
 myGUI.endApp = true;  
 myGUI.lineVisible = false;  
 myGUI.selectTime.setVisible(false);  
 myGUI.showTime.setVisible(false);  
 myGUI.hideTime.setVisible(false);  
 myGUI.run.setVisible(false);  
 myGUI.pause.setVisible(false);  
 myGUI.screenResolution.setVisible(false);  
 myGUI.selectCatsTimeSpawn.setVisible(false);  
 myGUI.selectDogsTimeSpawn.setVisible(false);  
 myGUI.selectCatsSpawn.setVisible(false);  
 myGUI.selectDogsSpawn.setVisible(false);  
 myGUI.spawnCats.setVisible(false);  
 myGUI.spawnDogs.setVisible(false);  
 myGUI.catsComboBox.setVisible(false);  
 myGUI.dogsComboBox.setVisible(false);  
 myGUI.window.allClear();  
  
 myGUI.repaint();  
 });  
 cats0.addActionListener(e -> {  
 myGUI.window.setP1(0);  
 myGUI.catsComboBox.setSelectedIndex(0);  
 });  
 cats1.addActionListener(e -> {  
 myGUI.window.setP1(10);  
 myGUI.catsComboBox.setSelectedIndex(1);  
 });  
 cats2.addActionListener(e -> {  
 myGUI.window.setP1(20);  
 myGUI.catsComboBox.setSelectedIndex(2);  
 });  
 cats3.addActionListener(e -> {  
 myGUI.window.setP1(30);  
 myGUI.catsComboBox.setSelectedIndex(3);  
 });  
 cats4.addActionListener(e -> {  
 myGUI.window.setP1(40);  
 myGUI.catsComboBox.setSelectedIndex(4);  
 });  
 cats5.addActionListener(e -> {  
 myGUI.window.setP1(50);  
 myGUI.catsComboBox.setSelectedIndex(5);  
 });  
 cats6.addActionListener(e -> {  
 myGUI.window.setP1(60);  
 myGUI.catsComboBox.setSelectedIndex(6);  
 });  
 cats7.addActionListener(e -> {  
 myGUI.window.setP1(70);  
 myGUI.catsComboBox.setSelectedIndex(7);  
 });  
 cats8.addActionListener(e -> {  
 myGUI.window.setP1(80);  
 myGUI.catsComboBox.setSelectedIndex(8);  
 });  
 cats9.addActionListener(e -> {  
 myGUI.window.setP1(90);  
 myGUI.catsComboBox.setSelectedIndex(9);  
 });  
 cats10.addActionListener(e -> {  
 myGUI.window.setP1(100);  
 myGUI.catsComboBox.setSelectedIndex(10);  
 });  
 dogs0.addActionListener(e -> {  
 myGUI.window.setP2(0);  
 myGUI.dogsComboBox.setSelectedIndex(0);  
 });  
 dogs1.addActionListener(e -> {  
 myGUI.window.setP2(10);  
 myGUI.dogsComboBox.setSelectedIndex(1);  
 });  
 dogs2.addActionListener(e -> {  
 myGUI.window.setP2(20);  
 myGUI.dogsComboBox.setSelectedIndex(2);  
 });  
 dogs3.addActionListener(e -> {  
 myGUI.window.setP2(30);  
 myGUI.dogsComboBox.setSelectedIndex(3);  
 });  
 dogs4.addActionListener(e -> {  
 myGUI.window.setP2(40);  
 myGUI.dogsComboBox.setSelectedIndex(4);  
 });  
 dogs5.addActionListener(e -> {  
 myGUI.window.setP2(50);  
 myGUI.dogsComboBox.setSelectedIndex(5);  
 });  
 dogs6.addActionListener(e -> {  
 myGUI.window.setP2(60);  
 myGUI.dogsComboBox.setSelectedIndex(6);  
 });  
 dogs7.addActionListener(e -> {  
 myGUI.window.setP2(70);  
 myGUI.dogsComboBox.setSelectedIndex(7);  
 });  
 dogs8.addActionListener(e -> {  
 myGUI.window.setP2(80);  
 myGUI.dogsComboBox.setSelectedIndex(8);  
 });  
 dogs9.addActionListener(e -> {  
 myGUI.window.setP2(90);  
 myGUI.dogsComboBox.setSelectedIndex(9);  
 });  
 dogs10.addActionListener(e -> {  
 myGUI.window.setP2(100);  
 myGUI.dogsComboBox.setSelectedIndex(10);  
 });  
 changeSpawnCats.addActionListener(e -> {  
 String result = JOptionPane.showInputDialog(  
 null,  
 "Введите период рождения.","Рождение котов",JOptionPane.INFORMATION\_MESSAGE);  
 try{  
 myGUI.window.setN1(Integer.parseInt(result));  
 myGUI.spawnCats.setText(String.valueOf(myGUI.window.getN1()));  
 }catch (Throwable number){  
 JOptionPane.showMessageDialog(null, "Ввод некорректного значения!!!","Error",JOptionPane.ERROR\_MESSAGE);  
 }  
 });  
 changeSpawnDogs.addActionListener(e -> {  
 String result = JOptionPane.showInputDialog(  
 null,  
 "Введите период рождения.","Рождение собак",JOptionPane.INFORMATION\_MESSAGE);  
 try{  
 myGUI.window.setN2(Integer.parseInt(result));  
 myGUI.spawnDogs.setText(String.valueOf(myGUI.window.getN2()));  
 }catch (Throwable number){  
 JOptionPane.showMessageDialog(null, "Ввод некорректного значения!!!","Error",JOptionPane.ERROR\_MESSAGE);  
 }  
 });  
  
 lifeTimeCats.addActionListener(e -> {  
 String result = JOptionPane.*showInputDialog*(  
 null,  
 "Введите время жизни.","Жизнь котов",JOptionPane.*INFORMATION\_MESSAGE*);  
 try{  
 myGUI.window.setCatsTimeOfLife(Integer.*parseInt*(result));  
 myGUI.lifeCats.setText(String.*valueOf*(myGUI.window.getCatsTimeOfLife()));  
 }catch (Throwable number){  
 JOptionPane.*showMessageDialog*(null, "Ввод некорректного значения!!!","Error",JOptionPane.*ERROR\_MESSAGE*);  
 }  
 });  
 lifeTimeDogs.addActionListener(e -> {  
 String result = JOptionPane.*showInputDialog*(  
 null,  
 "Введите время жизни.","Жизнь котов",JOptionPane.*INFORMATION\_MESSAGE*);  
 try{  
 myGUI.window.setDogsTimeOfLife(Integer.*parseInt*(result));  
 myGUI.lifeDogs.setText(String.*valueOf*(myGUI.window.getDogsTimeOfLife()));  
 }catch (Throwable number){  
 JOptionPane.*showMessageDialog*(null, "Ввод некорректного значения!!!","Error",JOptionPane.*ERROR\_MESSAGE*);  
 }  
 });  
 }  
}

infDialog

package com.company;  
  
import com.company.Habitat.Habitat;  
  
import javax.swing.\*;  
import java.awt.\*;  
  
public class infDialog extends JDialog {  
 private JButton okButton;  
 private JButton closeButton;  
  
 private JPanel info;  
 private JTextArea textTime;  
 private JPanel panel1;  
 public infDialog(JFrame owner, Habitat window, int time){  
 super(owner,"Information",true);  
 setResizable(false);  
  
 JPanel panelText = new JPanel();  
 int quantityPet = window.dogs + window.cats;  
 textTime.setText("Время работы: " + time +"\nКоличество кошек: " + window.cats + "\nКоличество собак: " + window.dogs + "\nВсего питомцев: " + quantityPet);  
 textTime.setEnabled(false);  
  
  
  
 panelText.add(textTime);  
  
 JPanel panel = new JPanel();  
 panel.setLayout(new FlowLayout());  
  
 //add(new MyComponent(thisWindow,time));  
  
  
 okButton.addActionListener(e -> {  
 owner.dispose();  
 System.*exit*(0);  
 });  
  
 closeButton.addActionListener(e -> dispose());  
  
  
  
 panel.add(okButton);  
 panel.add(closeButton);  
 add(panelText,BorderLayout.*NORTH*);  
 add(panel, BorderLayout.*SOUTH*);  
 setSize(400,400);  
 setLocationRelativeTo(null);  
 setVisible(true);  
 }  
}

Habitat

package com.company.Habitat;  
  
  
import com.company.Habitat.Pet.Creatures.Cat;  
import com.company.Habitat.Pet.Creatures.Dog;  
import com.company.Single.Singleton;  
  
  
import java.util.Random;  
  
  
public class Habitat {  
 private int sizeX;  
 private int sizeY;  
 private int N1 = 5, P1 = 70;  
 private int N2 = 3, P2 = 40;  
  
 private int petsID;  
  
 private int catsTimeOfLife = 3;  
 private int dogsTimeOfLife = 2;  
  
 public int quantityPet = 0;  
 public int allSpawn = 0;  
 public int cats,dogs;  
  
  
 public Habitat(int x, int y){  
 sizeX = x;  
 sizeY = y;  
 }  
 public int getSizeX() { return sizeX; }  
 public void setSizeX(int sizeX) { this.sizeX = sizeX; }  
 public int getSizeY() { return sizeY; }  
 public void setSizeY(int sizeY) { this.sizeY = sizeY; }  
  
 public void update(int time) {  
  
 if ((new Random().nextInt(100) < P1) && (time % N1 == 0)) {  
  
 petsID = (new Random().nextInt(65550));  
 Cat myCat = new Cat(petsID,time);  
 myCat.setX(new Random().nextInt(sizeX - 100));  
 if(myCat.getX()<50)myCat.setY(myCat.getX() + 100);  
 myCat.setY(new Random().nextInt(sizeY - 100));  
 if(myCat.getY()<50)myCat.setY(myCat.getY() + 100);  
  
 Singleton.*getInstance*().SetID(petsID);  
 Singleton.*getInstance*().SetHashMap(allSpawn,myCat.getTimeOfBirth());  
 Singleton.*getInstance*().Add(myCat);  
 quantityPet++;  
 allSpawn++;  
 cats++;  
 }  
 if ((new Random().nextInt(100) < P2) && (time % N2 == 0)) {  
 petsID = (new Random().nextInt(65550));  
 Dog myDog = new Dog(petsID,time);  
 myDog.setX(new Random().nextInt(sizeX - 100));  
 if(myDog.getX()<50)myDog.setX(myDog.getX() + 100);  
 myDog.setY(new Random().nextInt(sizeY - 100));  
 if(myDog.getY()<50)myDog.setY(myDog.getY() + 100);  
  
 Singleton.*getInstance*().SetID(petsID);  
 Singleton.*getInstance*().SetHashMap(allSpawn,myDog.getTimeOfBirth());  
 Singleton.*getInstance*().Add(myDog);  
 allSpawn++;  
 quantityPet++;  
 dogs++;  
 }  
  
 TimeToDie(time);  
 }  
  
 private void TimeToDie(int time){  
 for (int i = 0; i < quantityPet; i++) {  
 if (Dog.class.isAssignableFrom(Singleton.*getInstance*().Get(i).getClass())) {  
 if(Singleton.*getInstance*().Get(i).getTimeOfBirth() + dogsTimeOfLife < time){  
 Singleton.*getInstance*().Delete(i);  
 quantityPet--;  
  
 }  
  
 } else {  
 if(Singleton.*getInstance*().Get(i).getTimeOfBirth() + catsTimeOfLife < time){  
 Singleton.*getInstance*().Delete(i);  
 quantityPet--;  
  
 }  
 }  
  
 }  
  
  
 }  
  
  
 public void allClear(){  
 Singleton.*getInstance*().Clear();  
 quantityPet = 0;  
 }  
  
  
 public void setP1(int p1) {  
 P1 = p1;  
 }  
  
 public void setP2(int p2) {  
 P2 = p2;  
 }  
  
 public int getN1() {  
 return N1;  
 }  
  
 public int getN2() {  
 return N2;  
 }  
  
 public void setN1(int n1) {  
 N1 = n1;  
 }  
  
 public void setN2(int n2) {  
 N2 = n2;  
 }  
  
 public void setCatsTimeOfLife(int catsTimeOfLife) {  
 this.catsTimeOfLife = catsTimeOfLife;  
 }  
  
 public void setDogsTimeOfLife(int dogsTimeOfLife) {  
 this.dogsTimeOfLife = dogsTimeOfLife;  
 }  
  
 public int getCatsTimeOfLife() {  
 return catsTimeOfLife;  
 }  
  
 public int getDogsTimeOfLife() {  
 return dogsTimeOfLife;  
 }  
}

Pet

package com.company.Habitat.Pet;  
  
public abstract class Pet implements IBehaviour {  
 private int x,y;  
 private int id;  
 private int timeOfBirth;  
 public Pet(int id, int birth){  
 this.id = id;  
 timeOfBirth = birth;  
 }  
  
  
 public void setX(int x) { this.x = x; }  
 public void setY(int y) { this.y = y; }  
 public int getX() { return x; }  
 public int getY() { return y; }  
 public int getID(){ return id; }  
 public int getTimeOfBirth() { return timeOfBirth; }  
}

IBehaviour

package com.company.Habitat.Pet;  
  
public interface IBehaviour {  
 int getX();  
 int getY();  
 void setX(int x);  
 void setY(int y);  
}

Dog

package com.company.Habitat.Pet.Creatures;  
  
import com.company.Habitat.Pet.Pet;  
import com.company.Single.Singleton;  
  
public class Dog extends Pet {  
  
 public Dog(int id, int birth) {  
 super(id,birth);  
 }  
 private int speed = 4;  
 private int stay;  
 private int go = 2000;  
 private int targetX;  
 private int targetY;  
 @Override  
 public void move() {  
 for(int i = 0; i< Singleton.*getInstance*().array.size(); i++){  
 if(Singleton.*getInstance*().Get(i) instanceof Cat){  
 stay = Singleton.*getInstance*().Get(i).getX() + getY() +Singleton.*getInstance*().Get(i).getY() + getY();  
 if(stay < go ){  
 targetX = Singleton.*getInstance*().Get(i).getX();  
 targetY = Singleton.*getInstance*().Get(i).getY();  
 }  
 }  
 }  
 if(getX() > targetX){  
 setX(getX()-speed);  
 }  
 if(getX() < targetX){  
 setX(getX()+speed);  
 }  
 if(getY() > targetY){  
 setY(getY()-speed);  
 }  
 if(getY() < targetY){  
 setY(getY()+speed);  
 }  
  
 }  
}

Cat

package com.company.Habitat.Pet.Creatures;  
  
import com.company.Habitat.Pet.Pet;  
import com.company.Single.Singleton;  
  
public class Cat extends Pet {  
 private int speed = 10;  
  
  
  
 private boolean isRight = false;  
 private boolean isBottom = false;  
 private boolean isLeft = false;  
 private boolean isTop = false;  
 public Cat(int id, int birth) {  
 super(id,birth);  
 }  
 @Override  
 public void move() {  
 if (!isRight && !isBottom && !isLeft && !isTop) {  
 if (getX() <= Singleton.*getInstance*().getWindow().getSizeX() - 80) {  
 setX(getX() + speed);  
 } else isRight = true;  
 }  
 if (isRight && !isBottom && !isLeft && !isTop) {  
 if (getY() <= Singleton.*getInstance*().getWindow().getSizeY() - 120) {  
 setY(getY() + speed);  
 } else isBottom = true;  
 }  
 if (isRight && isBottom && !isLeft && !isTop) {  
 if (getX() >= 10) {  
 setX(getX() - speed);  
 } else isLeft = true;  
 }  
 if (isRight && isBottom && isLeft && !isTop) {  
 if (getY() >= 130) {  
 setY(getY() - speed);  
 } else isTop = true;  
 }  
 if (isRight && isBottom && isLeft && isTop) {  
 isRight = false;  
 isBottom = false;  
 isLeft = false;  
 isTop = false;  
 }  
  
 }  
}

Singleton

package com.company.Single;  
  
import com.company.Habitat.Habitat;  
import com.company.Habitat.Pet.Pet;  
  
import java.util.ArrayList;  
import java.util.HashMap;  
import java.util.TreeSet;  
  
public class Singleton implements mySingle {  
 private static final Singleton *singleton* = new Singleton();  
 Habitat window;  
 public ArrayList<Pet> array = new ArrayList<>();  
 TreeSet<Integer> petsID = new TreeSet<>();  
 HashMap<Integer,Integer> petsLife = new HashMap<>();  
  
 private Singleton(){  
  
 }  
 public void setHabitat(Habitat habitat){  
 window = habitat;  
 }  
  
 public Habitat getWindow() {  
 return window;  
 }  
  
 public void SetID(int id){  
 petsID.add(id);  
 }  
 public void SetHashMap(int num,int lifeTime){  
 petsLife.put(num,lifeTime);  
 }  
  
 public void Add(Pet pet){  
 array.add(pet);  
 petsID.add(pet.getID());  
 }  
  
 public Pet Get(int number){  
 return array.get(number);  
  
 }  
  
 public void Clear(){  
 array.clear();  
 }  
 public void Delete(int i){  
 array.remove(i);  
 petsID.remove(i);  
 petsLife.remove(i);  
 }  
 public static Singleton getInstance(){  
 return *singleton*;  
 }  
}

mySingleton

package com.company.Single;  
  
import com.company.Habitat.Pet.Pet;  
  
public interface mySingle {  
 void Add(Pet pet);  
 Pet Get(int number);  
 void Clear();  
  
}

BaseAI

package com.company.BaseAI;  
  
  
public abstract class BaseAI implements Runnable {  
 protected int priority = 1;  
 protected boolean flag;  
 protected Thread t;  
 public void run() {}  
 public void stopAI() {}  
 public synchronized void startAI() {}  
 public void setPriority(int priority) {}  
}

CatAI

package com.company.BaseAI.AI;  
  
import com.company.BaseAI.BaseAI;  
import com.company.Habitat.Pet.Creatures.Cat;  
import com.company.Single.Singleton;  
  
  
public class CatAI extends BaseAI {  
 public CatAI() {  
 t=new Thread(this);  
 flag= false;  
 t.start();  
 }  
  
 public void run() {  
  
 while (true) {  
 try {  
 synchronized (this) {  
 while (flag) {  
 wait();  
 }  
 }  
 for (int i = 0; i < Singleton.*getInstance*().array.size(); i++) {  
 if (Singleton.*getInstance*().Get(i) instanceof Cat) {  
 Singleton.*getInstance*().Get(i).move();  
 }  
 }  
  
 Thread.*sleep*(100);  
 } catch (InterruptedException ie) {  
 }  
 }  
 }  
 public void stopAI() {  
 flag = true;  
 }  
 public synchronized void startAI() {  
 flag = false;  
 notify();  
 }  
 public boolean isFlag(){  
 return flag;  
 }  
 public void setPriority(int priority){  
 this.priority = priority;  
 }  
}

DogAI

package com.company.BaseAI.AI;  
  
import com.company.BaseAI.BaseAI;  
import com.company.Habitat.Pet.Creatures.Dog;  
import com.company.Single.Singleton;  
  
public class DogAI extends BaseAI {  
 public DogAI() {  
 t=new Thread(this);  
 flag= false;  
 t.start();  
 }  
  
 public void run() {  
  
 while (true) {  
 try {  
 synchronized (this) {  
 while (flag) {  
 wait();  
 }  
 }  
 for (int i = 0; i < Singleton.*getInstance*().array.size(); i++) {  
 if (Singleton.*getInstance*().Get(i) instanceof Dog) {  
 Singleton.*getInstance*().Get(i).move();  
 }  
 }  
  
 Thread.*sleep*(100);  
 } catch (InterruptedException ie) {  
 }  
 }  
 }  
 public void stopAI() {  
 flag = true;  
 }  
 public synchronized void startAI() {  
 flag = false;  
 notify();  
 }  
 public boolean isFlag(){  
 return flag;  
 }  
 public void setPriority(int priority){  
 this.priority = priority;  
 }  
}